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Abstract

Model-based systems engineering (MBSE) is increasingly used across industries for the inte-
grated modeling of complex systems to support model-based development and provide
enhanced traceability between requirements and verification and validation of the system. This
paper seeks to strengthen the function modeling methodology in MBSE by introducing an
approach based on flow heuristics guided by the System State Flow Diagram schema. This
provides integrated function architectures with an enhanced integrity inMBSE. The approach is
illustrated with a case study of an electric bicycle implemented in the MathWorks System
Composer environment.

Introduction

Background and motivation

Models serve as the primary information resource in engineering product creation, effectively
capturing the intricate interconnections across multiple disciplines – from strategy and design to
production, service, and end-of-life considerations (IDE, 2021). The growing complexity of
customer requirements, manifested through increased product variations and features, requires
more efficient development and validation methodologies across the entire product lifecycle
(Hoff and Scott, 2019; Borky and Bradley, 2019). This complexity is particularly pronounced
during early conceptual design phases, where requirements uncertainty is highest, and during
validation and verification activities where system integration challenges emerge (Campo et al.,
2023). This evolution led to the emergence of model-based systems engineering (MBSE), a
comprehensive approach that facilitates requirements identification, design, analysis, and val-
idation of complex systems (Cameron, 2018; Brusa et al., 2018; Borky and Bradley, 2019). The
widespread adoption of MBSE across industries (e.g., Ferrogalini et al., 2019; Davey, 2022) has
yielded significant advantages for organizations, particularly in enhancing productivity through
streamlined requirement traceability and improved interdisciplinary collaboration.

The evolution from traditional document-based approaches to model-centric development
reflects the increasing complexity of modern engineering systems and the need for enhanced
collaboration across multidisciplinary teams (Madni and Sievers, 2018; Estefan andWeilkiens,
2022). MBSE, coupled with simulation, multi-disciplinary analysis, and immersive visualiza-
tion environments, has the capability to harness automation and computation for simulating
dynamic system behavior, conducting multi-disciplinary analysis, visualizing, and managing
system design throughout its lifecycle. The digital representation can facilitate a collective
comprehension of the system among its stakeholders (INCOSE, 2021). This offers a great
potential for a wider adoption of the MBSE methods and tools across industries, particularly
during conceptual design and system validation phases (Davey, 2022; Zhang et al., 2022). The
potential for wider MBSE adoption is most pronounced during conceptual design phases,
where functional architectures can guide early system definition and requirements allocation,
and during validation and verification stages, where model-based approaches enable system-
atic testing and analysis (Jacobs et al., 2022; Zhang et al., 2022). Additionally, MBSE methods
show particular promise in system integration phases of complex multidisciplinary projects,
where the digital representation facilitates cross-domain collaboration and reduces integration
risks (Ferrogalini et al., 2019; Husung et al., 2021). One of the major limitations to this wider
take-up of MBSE is related to tools and language constraints with associated problems such as
complexity management (Chami and Bruel, 2018; Campo et al., 2023) to facilitate consistent
deployment across multi-disciplinary systems with complex multi-physics behaviors (Madni
and Sievers, 2018). A significant evolution of theMBSEmethods and tools is needed to promote
their use by systems design practitioners in industry. This requires a paradigm shift in the
development of the MBSE methods and tools by enhancing their integration with “design
thinking” and the array of methods and tools necessary for fulfilling product development
(PD) tasks.
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The field of design theory and methodology (DTM) has evolved
over many decades to assist designers with how to design (rather
than what to design) by introducing a rich collection of studies on
design processes and activities with a focus on their application in
different domains to ensure consistency and productivity. There-
fore, there is a great potential in enhancing the effectiveness and
applicability of MBSE methods and tools across complex multi-
disciplinary systems through key fundamental concepts underpin-
ning the methods employed in DTM, such as function modeling
frameworks for design (Pahl et al., 2007). This integration becomes
particularly valuable during functional architecture development
and requirements decomposition activities, where systematic DTM
approaches can provide structured guidance for MBSE practi-
tioners (Zhang et al., 2022). Importantly, this integration does
not rely on detailed behavioral simulation capabilities typically
associated with later design phases, but rather leverages MBSE
tools’ capacity for systematic functional modeling and architectural
representation during early conceptual design (Drave et al., 2020).
The DTM-MBSE integration focuses on structured function mod-
eling approaches that can capture design intent and functional
relationships before sufficient detail exists for behavioral simula-
tion, thereby bridging the gap between conceptual design thinking
and systematic model-based development. This approach recog-
nizes that while detailed behavioral simulation requires extensive
system definition typically available only in later design phases,
MBSE tools can effectively support conceptual design activities
through functional architecture modeling, requirements traceabil-
ity, and systematic decomposition of design problems. The inte-
gration with DTM methods specifically targets this early-phase
application of MBSE, where systematic function modeling can
guide design exploration and decision-making before transitioning
to detailed simulation-based validation.

“Function Modeling”, defined by Erden et al. (2008, p. 147) as
“the activity of developing models of devices, products, objects, and
processes based on their functionalities and the functionalities of
their subcomponents”, has a critical role in the modeling and
development of systems, as recognized by both DTM and MBSE
research communities. A plethora of function modeling methods
has been developed in the last decades in DTM research (see
Tomiyama et al., 2009 for a review) and a set of criteria has been
established for evaluating and benchmarking function models
(Summers et al., 2017). Numerous scholars have introduced guid-
ance for practitioners for the development of function models in a
structured way, enhancing the consistency of the models developed
by practitioners, e.g. Otto and Wood (2001).

Function modeling in MBSE mainly revolves around modeling
tools provided by Systems Modeling Language – SysML (OMG,
2019), namely activity diagrams, sequence diagrams, and state
machine diagrams. The consideration of functions as activities in
activity diagrams enables the capture of the physical behavior of
complex multidisciplinary systems in a broader context as com-
pared to sequence diagrams and state machine diagrams. The
extracted functions and functional requirements can directly be
associated with a use case of the system of interest, describing its
functionality in terms of the interaction of the user with the system.
The physical architecture (PA) of the system can be described
without defining a functional architecture (FA) for the system by
associating functions to design solutions (i.e. component/subsys-
tem) for the fulfillment of the functional requirements. This offers a
practical way of managing the requirements; however, it generally
impedes the use (e.g. for performance simulation) and re-use of the
developed model, e.g. for product variants. This prompted further

studies on the development of better frameworks for function
modeling in MBSE, mostly based on using SysML modeling tools
(e.g. Drave et al., 2020). These studies have mainly been focused on
the use/reuse of function modeling in support of various PD
activities, e.g. FMEA (Pearce and Friedenthal, 2013), safety analysis
(Biggs et al., 2018) and development of Digital Twins (Bickford
et al., 2020). There are alsomany good examples from academic and
industry practice on the integration of MBSE with modeling envir-
onments supporting system performance analysis and physical
behaviour simulation (e.g. Forlingieri and Weilkiens, 2022).

Research objective and methodology

While research in MBSE has advanced function modeling, the
practice of developing separate functional models for different
use cases, common in many applications, often leads to integration
challenges and engineering change in downstream product devel-
opment, and limits design flexibility and future system evolution
(Kößler and Paetzold, 2017; Yildirim et al., 2017; Meißner et al.,
2021). This raises a critical research question: “How can an inte-
grated FA of a system that effectively combines functions across
multiple use cases be systematically developed?” To address this
question, this paper introduces a novel approach to creating an
integrated FA that merges functions from different use cases into
one comprehensive model. We establish systematic guiding prin-
ciples, inspired by the well-established flow heuristics of Otto and
Wood (2001), to support the integrated development of FAs for
complex systems. This approach not only underpins physical
architecture development but also bridges DTM research with
MBSE practice, promoting more effective use of MBSE methods
and tools.

This research employs a collective case study approach (Yin,
2018) to provide methodological validation of how flow heuristics
can systematically support the development of integrated function
architectures across multiple use cases. The cases were selected to
demonstrate the methodology across varying levels of complexity,
following a structured implementation process that included use
case identification and flow heuristics application, and comparison
with traditional approaches. Detailed guidelines were developed
and validated through peer review to ensure reproducibility.

The research uses a systematic two-tier validation approach to
evaluate the proposed schemata’s effectiveness and scalability. The
first validation tier uses desktop cases of a bread toaster and a coffee
machine, as foundational studies combining basic use cases from
the relevant previous works (Kurfman et al., 2000; Eisenbart et al.,
2017) to illustrate the proposed schemata. These cases revealed
shared functions and interactions previously obscured in separate
models, while demonstrating improved consistency and complete-
ness in the integrated approach. The second validation tier is based
an electric bicycle (e-bike) case to systematically test the capability
to handle increased complexity andmulti-domain integration. This
case specifically focused on managing concurrent operational
modes with cross-domain interactions and complex dependency
chains across use cases. Through rigorous peer debriefing and
structured documentation, these validation tiers demonstrate both
the validity and scalability to complex systems. The peer debriefing
process involved systematic review sessions with the industry
co-author, examining both theoretical foundations and practical
implementation aspects with particular attention to industrial
applicability across different complexity levels.

While acknowledging the co-author’s dual role in the validation
process, structured evaluation protocols were employed to ensure
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objective assessment. This included comparative analysis against
traditional separate use-case modeling approaches to benchmark
consistency, completeness, and model reusability. Specific valid-
ation criteria assessed the methodology’s ability to: (1) reveal pre-
viously obscured shared functions and interactions between use
cases, (2) demonstrate improved traceability between functional
and physical architectures, and (3) effectively manage concurrent
operational modes with cross-domain interactions. This dual
academic-industry validation perspective strengthened the metho-
dology’s credibility by combining theoretical rigor with practical
implementation considerations, particularly evident in the e-bike
case study’s complex multi-domain integration requirements.

System composer (SC), an MBSE modeling environment devel-
oped by MathWorks, was chosen for the demonstration of the
e-bike case study due to its robust integration capabilities with
other MathWorks tools, facilitating seamless multi-disciplinary
analysis and simulation, which can be used in future work (e.g.
execution of the developed functional architecture in simulation
environments).

The next section introduces a literature review, while “Flow
heuristics for function modeling” section outlines the functionmod-
eling methodology based on case studies of a bread toaster and
coffee machine. “Electric bicycle case study” section introduces the
demonstration of the methodology for function modeling inMBSE
using the flow heuristics on the e-bike case study. The “Discussion”
section introduces a discussion on the proposed methodology,
followed by “Conclusions”.

Literature review

Function modeling in engineering design

Function modeling in DTM focuses on the representation of a
device-centric view (Chandrasekaran and Josephson, 2000) of
systems by developing function chains based on operations on
flows which describe “way of achievement” capturing functional
knowledge (Kitamura and Mizoguchi, 2003). Many well-
established function modeling schemes in various engineering
disciplines, such as Otto andWood (2001) and Ulrich and Eppin-
ger (2003), are based on a flow-based function modeling meth-
odology developed by Pahl et al. (2007) which defines a system in
terms of the flows of energy, material, and signal (information),
and decomposes the system’s main function into subfunctions
with reference to these flows. Pahl et al. (2007) introduced the
concept of “main function” and “auxiliary function” in function
modeling. While the main functions are associated with the
fulfilment of the overall function of the system under consider-
ation, the auxiliary functions contribute to the fulfilment of the
main functions. Main and auxiliary functions constitute “Func-
tional Architecture (FA)”, describing functions and the relation-
ships between them. Pahl et al. (2007) also introduced a way of
developing “Physical Architecture (PA)” describing the physical
hardware or platform needed for the fulfillment of functions in
FA. They suggest finding working principles for the subfunctions
and combining these principles into a working structure, that is,
system synthesis. The concretization of the working structure
leads to the principal solution.

Stone et al. (2000) expanded on the methodology of Pahl et al.
(2007) by introducing a set of module heuristics to map FA to PA:
dominant flow, branching flow, and conversion-transmission
modules. These heuristics were introduced with the purpose of

underpinning the development of product architecture based on a
function model; however, they also shed some light on the way of
developing a function model. By following a similar logic and
approach with module heuristics of Stone et al. (2000), Yildirim
et al. (2017) introduced function modeling heuristics based on the
System State Flow Diagram (SSFD) methodology in order to
provide a guidance to the practitioners in the development of
function models for complex systems and to improve the consist-
ency of the models developed by practitioners: main flow heuris-
tic, connecting flow heuristic, branching flow heuristic and
conditional fork node heuristic. Campean et al. (2018) discussed
the use of the function modeling heuristics in the analysis of a
complex system with multiple operation modes and with multiple
levels of decomposition by introducing three types of nesting of
function models.

While some function modeling schemes adopted the method-
ology of Pahl et al. (2007), there are some other modeling schemes
introduced as variations of this methodology. For example, the
Integration DEfinition for Function modeling-IDEF0 (Buede,
2009) introduced the flows for “controls” and “mechanisms”
which complement the input/output flows of material, energy,
and information of the system. The flows of “controls” guide the
transformation process, whereas the flows of “mechanisms”
(considered as a physical architecture (PA) element) are used to
perform the function(s), and they can be associated with PA
structures where a function is considered as a functional archi-
tecture (FA) structure.

As an alternative to the flow-based function modeling, the
concept of state is used in function modeling, where a function
is represented in terms of a state transition. Harel’s (1987) state
charts provide a basis for many well-established state-basedmeth-
odologies. For example, the Contact and Channel Approach –

C&C2-A (Matthiesen and Ruckpaul, 2012) describes a function of
a system as a sequence of at least two states where PA elements are
incorporated in the introduction of the function through the
Channel Support Structure (CSS). SSFD of Yildirim et al. (2017)
integrated flow-based functional requirements reasoning with a
state-based representation to provide a systematic approach for
function modeling framework of complex multidisciplinary sys-
tems with multiple operation modes. Some approaches relate
states to the concept of “behaviour” in function modeling, e.g.
the Object–Process Methodology of Dori (2016). There are also
approaches incorporating states into the function modeling of a
system, such as the integrated function modeling approach of
Eisenbart et al. (2017) which refers to “state” as a “view” in the
function model of a system.

There are some other function modeling approaches that have
been introduced for various purposes. For example, Muller et al.
(2019) focused on the promotion of incremental product develop-
ment by introducing enhanced function-means methodology,
whileWichmann et al. (2018) proposed function integrity diagnosis
and documentation method in the diagnosis of function integrity
for risk identification and documentation purposes.

The evolution of function modeling in DTM has produced
robust methodologies, particularly in flow-based and state-based
approaches, with established heuristics for systematic model
development. While these approaches offer valuable frameworks
for functional decomposition and analysis, their integration with
modern MBSE practices remains limited. The well-structured
principles from DTM, especially the flow heuristics and system-
atic function decomposition approaches, provide a foundation
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that could enhance MBSE practices, particularly in developing
integrated functional architectures across multiple use cases.

Function modeling in model-based systems engineering

Numerous scholars (e.g. Husung et al., 2021; Estefan andWeilkiens,
2022) have discussed the use and the benefits of MBSE method-
ologies to industry. For example, Davey (2022) discusses how
MBSE is applied to various automotive systems analysis and design.
Functions in MBSE provide a way of fulfilling engineering require-
ments that are derived frommany places, including user needs and
regulatory bodies. Requirements allocated to functions enable
product teams to understand what criteria to use when designing
specific functions which are decomposed from high-level functions
and delivered by physical components that address the require-
ments allocated to these functions. Systems from one generation to
the next will be functionally the same to some extent, and functions
of FA of a system can be reused to support multiple generations of
technology where PA of the system can be developed further with
the evolution of technology (Lamm and Weilkiens, 2010). Main-
taining a function focus throughout MBSE supports function fail-
ure mode analysis to identify the potential function failure modes
through functional requirements. Consideration of possible failures
in a design – like safety, performance, and reliability – enables
engineers to plan how to alter the development/manufacturing
process in order to avoid these failures (Siemens, 2019).

Discussion of functional approaches in the MBSE mainly
revolves around SysML (OMG, 2019) as its use in the MBSE is
ubiquitous in both academia and industry (Albers and Zingel, 2013;
Lu et al., 2018). SysML’s strength lies in high-level system archi-
tecture modeling through a set of pre-defined diagrams for various
aspects of model-based development of multidisciplinary systems.
Its behaviour diagrams (use case diagram, state machine diagram,
sequence diagram, and activity diagram) support the capture of
logical functional requirements across a system’s lifecycle, while
modeling of detailed dynamic behaviors, particularly for complex
physical interactions, can be done through complementary mod-
eling approaches. MBSE approaches function modeling from a
different perspective as compared to approaches in DTM. An
“overall function” in DTM is represented as a “Use Case (UC)”
which drives the development of functionmodeling inMBSE. Each
use case describes a functionality of a system which is achieved
through the interaction between actor(s), which can be a user or
other external entity, and the systemunder consideration. Sequence
diagrams, activity diagrams, and statemachine diagrams detail how
a use case fulfils relevant functionality of a system by providing a
function modeling methodology. A state machine diagram repre-
sents the state of a system, subsystem, or component throughout its
use case in terms of state transitions, where transitions between
states are denoted by lines. An activity diagram, similar to the use of
a traditional functional flow diagram, illustrates the behavior of a
system, subsystem, or component throughout its use case in terms
of activities that requires the flow of inputs, outputs, and control. A
sequence diagram represents a behaviour related to a use case in
terms of a sequence of message exchanges representing the inter-
actions between actors and the system. While the focus of the
sequence diagrams is the mapping of message-based information
interactions, Friedenthal et al. (2012) argue that these diagrams also
have the capability to represent the flow of material and energy.

Many scholars explored the integration of relevant SysML
behavior diagrams with function modeling methods introduced
in DTM to enhance the practical applicability of functionmodeling

methods and their transfer to MBSE. For example, Grobshtein and
Dori (2011) introduced automatic generation of SysML views from
an OPM model, whereas Zingel et al. (2012) aimed to enhance
C&C2-A in the function modeling of technical systems through its
integration with SysML. Eisenbart et al. (2015) introduced a com-
parison between the IFM framework and SysML to provide a basis
for the implementation of the former in SysML.

Instead of using SysML directly in the improvement of the
practical applicability of function modeling, numerous scholars
focused on the improvement of SysML behaviour diagrams in
order to capture functional requirements in a more structured
way. Sequence diagrams seem to be the focal point in this respect.
For example, Zingel et al. (2012) and Zhu et al. (2019) introduced
a methodology to develop function-based models from activity
diagrams and sequence diagrams. Recently, Yildirim and Cam-
pean (2020) introduced the Enhanced Sequence Diagram by
augmenting traditional sequence diagrams with flows/exchange-
based information.

While MBSE and SysML provide comprehensive tools for sys-
tem modeling, their approach to function modeling differs signifi-
cantly from DTM methodologies. The use-case driven nature of
MBSE function modeling, while practical for requirement manage-
ment, often leads to isolated functionmodels for different use cases.
This highlights a critical gap in current MBSE practice: the lack of a
systematicmethodology for developing integrated functional archi-
tectures that can effectively combine functions across multiple use
cases while maintaining the rigor of DTM approaches.

Function modeling challenges in MBSE

Many organizations follow a reuse approach to complete initial
modeling on a particular project where a set of data is copied and
pasted from one context to another (Chami and Bruel, 2018) to
reallocate modeling resources to other projects (Purohit and
Madni, 2022). The reused sub-systems contain information about
the implementation of sub-functions, including intended input/
output parameters of these sub-functions (Husung, 2023).
Requirements can change throughout the development process,
and the change of the copied source (e.g. input parameter of a
function) can affect the implementation of the sub-function and
therefore functionality of the associated sub-system. The func-
tional architecture (FA) and the PA of the system need to be
individually maintained while remaining mutually consistent
(Madni and Sievers, 2018) which is a challenge due to increasingly
complex systems with intricate interactions between various sub-
functions and subsystems.

A function can often be fulfilled with different physical solu-
tions from one or more domains. A function-oriented develop-
ment process using MBSE methods offers a structured
methodology to the development of systems through systematic
development of functional architectures (Jacobs et al., 2022). This,
in turn, underpins the reuse of function/function architectures,
which are represented at different levels of abstraction. The adop-
tion of standardized modeling languages (e.g. SysML) and frame-
works enhances consistency and reuse of function models
throughout the engineering process. However, the way of using
the adopted language and framework in the development of a
function model can still hinder the reuse of FAs across different
stages of the engineering lifecycle. There is an ambiguity in natural
language descriptions when it comes to defining functions. Albers
and Zingel (2013) pointed out that the understanding of some
terms, such as function, differs significantly even among Systems
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Engineers in academia and industry. For example, the activity
diagram of SysML, which details the functionality of a systemwith
reference to one of its use cases, does not specify how to define an
activity, and this can lead to the interpretation of activities differ-
ently by different stakeholders and can lead to misunderstandings
and potential inconsistencies in the function model. Stone et al.
(2000) attempted to address this by introducing a so-called func-
tion library, which consists of function classes, basic functions,
and synonyms, where one function is selected as the verb in the
verb-object description of a sub-function. The applicability of this
on MBSE modeling languages has not been tested systematically.
The description and integration/reuse of the sub-systems in
MBSE have been investigated by various scholars such as Husung
et al. (2022). So far, very little attention has been paid to the reuse
of functions/function architectures. Highly complex systems with
numerous interconnected functions require the representation of
functions at different levels of abstraction. MBSE modeling lan-
guages do not offer a particular methodology for the development
of a function model and the transition of the developed model
between levels of abstraction. Elements of the pre-defined dia-
grams can be used at practitioners` discretion. Function modeling
methodology of Stone et al. (2000) is limited to the creation and
the aggregation of function chains which are developed based on a
black box model where they introduced module heuristics to map
functional architecture (FA) to physical architecture (PA), e.g. the
identification of a branching flow on the function model and the
allocation of a module (sub-system) to this flow. Yildirim et al.
(2023) introduced amethodology for FA development inMBSE in
conjunction with a system use case where flows, such as branching
flows, are considered during the development of the FA instead of
when making architecture decisions. The proposed function flow
heuristics underpin the reuse of individual functions and FAs in
relation to the level of resolution of the analysis; however, this
requires further validation, and further work is needed for the
implementation of the proposed heuristics on the reuse of func-
tions and FAs. Similarly, the reuse of a use case with its FA across
new systems from an existing system needs to be investigated to
facilitate function modeling in MBSE, as no research has been
found on this to date.

These challenges in MBSE function modeling – particularly in
managing complexity, ensuring consistency across abstraction
levels, and facilitating reuse – underscore the need for a more
systematic approach to functional architecture development. The
absence of standardized methodologies for creating integrated
functional architectures that can effectively combine functions
across multiple use cases while maintaining consistency remains

a significant challenge in current practice. This requires an inte-
grated approach that combines the systematic rigor of DTMmeth-
odologies with the practical benefits of MBSE tools, particularly in
developing comprehensive functional architectures that can better
support complex system development and evolution.

Flow heuristics for function modeling

Functions as operations

As discussed in “Function modelling in model-based systems
engineering” section, function representation in MBSE models
revolves around behaviour diagrams, which are related to the
DTM approaches centred on the conceptualization of function as
operations on flows (Stone et al., 2000). In this work, we focus in
particular on the System State Flow Diagram (SSFD) methodology
(Yildirim et al., 2017), in which a function is conceptualized as state
transition model, with states defined in relation to measurable
attributes of objects, represented in a box, as shown in Figure 1a.
The SSFD function representation schema is closely associated with
Harel (1987)‘s statecharts, which underpin the MBSE State
Machine`s object-oriented programming formalism. Therefore,
SSFD is a convenient DTM function model to associate with MBSE
representations.

Like other MBSE tools, the MathWorks Systems Composer
(SC) uses blocks for the representation of various conceptual
entities, including “functions” as part of function architecture
(FA), and “component/subsystem” as part of physical architecture
(PA) (MathWorks, 2023). Function blocks are associated with
functional requirements, which describe the desired behaviour
and characteristics of a system, while component blocks corres-
pond to hardware requirements that specify the physical compo-
nents and constraints necessary for system operation. Each block
contains ports that represent the input/output flow of information,
material, or energy, described as measurable attributes of the flow.
Figure 1b and Figure 1c show a function presentation and a
component presentation, respectively, in SC. Comparing
Figure 1a and Figure 1b, shows that the SC function block has a
structure compatible with the SSFD, if the ports are assumed to be
equivalent to the representation of the inputs and the output states
as measurable attributes, in line with the SSFD. Similarly, a direct
relationship between function and component can be established in
SC by allocating functions to components through ports. As shown
in Figure 1, the same input and output states of the function block in
Figure 1b are allocated to a PA block (i.e., component/subsystem)
in Figure 1c.

(a) Function Representation in 

SSFD

(b) Function Block in System

Composer

(c) Component Block in 

System Composer

Object

Attribute (Value) Function

Object

Attribute (Value)

Input State Output State

Figure 1. Function and component block representations in SSFD and System Composer.

Artificial Intelligence for Engineering Design, Analysis and Manufacturing 5

https://doi.org/10.1017/S0890060425100176 Published online by Cambridge University Press

https://doi.org/10.1017/S0890060425100176


The SC requirements toolbox supports comprehensive require-
ments management, including software requirements and non-
functional requirements such as quality attributes, with full trace-
ability between different requirement types. Stereotypes in SC
represent system requirements by defining the overall system
design with a common set of properties (such as mass) that can
be specified with values to fulfil both functional requirements and
stakeholder needs.

The representation of functions as operations on flows, on the
basis of a state transition/transformation paradigm, underpins the
capture of a functional requirement in a coherent way. For example,
in the case of a conversion operation, a functional requirement can
be articulated as “transform object <input state> to object <output
state>”. This functional requirement can directly be linked to a
hardware requirement by allocating the FA block to a PA block
along with ports.

Flow heuristics for the development of function architectures

This section introduces a set of function modeling heuristics in a
prescribed order, following a similar logic and approach to that of
Yildirim et al. (2017) and Stone et al. (2000), to represent the
function model of a system using the concept of a function block
introduced in Figure 1b in the formation of function chains leading
to an integrated function architecture of a system with multiple use
cases.

Main flow heuristic
Complex multidisciplinary systems generally have multiple modes
of operation, corresponding to different use cases. Each operation
mode can be independently described by a function chain. This
heuristic provides a basis for the development of such a chain by
identifying a linear function chain in relation to the fulfillment of
the main function of the system, which is represented as a use case
(UC) in a use case diagram. Figure 2a illustrates a generic schematic
representation of the main flow heuristic for three use cases of a
system. Figure 2b exemplifies this by representing three use cases of
a generic bread toaster, showing the linear function chains as linked
function blocks for three use cases identified as “load bread” (UC1),
“actuate toaster” (UC2), and “remove crumbs” (UC3). In Figure 2b,
the representation of the function chains is based on the Stone and

Wood (2000)`s function blocks and the functional basis taxonomy
for function representation, without explicit reference to the SSFD
states (illustrated in Figure 1b). In this example, use cases UC1 and
UC3 relate to transfer operations on a material flow (bread),
whereas UC2 is associated with energy flow operations.

Connecting flow heuristic
The representation of the way of achievement of a UC as a linear
(non-branching) function chain through the main flow heuristics
captures the first-level system decomposition associated with the
UC. Systems with a complex functionality require the aggregation
of function chains corresponding to different main flows related to
use cases/sub use cases of the system, leading to the synthesis of a
system function model which reflects its multiple operation modes.
The connecting flow heuristic underpins the aggregation of func-
tion chains of use cases of the same system developed through the
main flow heuristic by connecting or concatenating function
chains. Herein, we consider this in terms of connecting and con-
catenating two function chains.

Connection of function chains: A function chain of a use case
can be connected to the function chain of another case in three
distinct cases. a-c.1 in Figure 3 illustrates this schematically based
on UC1 and UC3 in Figure 2a. A function chain may require
additional resources for the fulfillment of a function, and this can
be provided by a function chain of another use case of the same
system. This link can be established by connecting the output flow
of a function chain to the relevant intermediate or the exit function
of another function chain, as shown in a.1 of Figure 3. In some
cases, as shown by b.1 of Figure 3, a function can be reused between
two function chains, meaning it serves as both an output in one
chain and an input in another chain, and these function chains can
be connected to each other on this basis. Function chains of two use
cases can also be combined based on a function of the respective use
case, which is associated with bringing two or more energies or
materials together. This requires using this function in the aggre-
gation of the inputs of function chains of these use cases, as shown
in Figure 3c.1.

Figure 3a-c.2 shows examples for the representation of connec-
tion of two function chains in three distinct cases based on their
schematic representation in a-c.1 of the same figure. Use cases are
differentiated from each other with the colour of function boxes, as

Figure 2. (a) schematic representation of function chains for the main flow heuristic (“F” denotes “Function”) (b) three use cases of a bread toaster as an example.
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illustrated in Figure 2a. Figure 3a.2 shows function chains for two
use cases of a bread toaster: “Load Bread” and “Actuate Toaster”.
The output of “Transfer TE” is connected to the input of “Secure
Bread”. Figure 3b.2 illustrates the function chains for use cases of
“Store Fresh Powder” and “Store Packet Powder” of a coffee
machine. These use cases relate to each other based on the reuse
of “Store Powder” function block indicated with a dotted frame in
b.2. In upper chain flow of b2, function “store powder” (counted as
the fourth function)” is the last function with input and output
states being powder. In the lower chain of b2, “store powder” is the
last function (but counted as the third function) with input and
output states being powder. In both upper and lower chains, “store
powder” is the same common reusable function even though it is at
the fourth place in the sequence of functions in “Store Fresh
Powder” use case, whilst it is at the third place in “Store Packet
Powder” use case. c.2 shows the combination of function chains for
“Supply Hot Water” and “Supply (Coffee) Powder” use cases of a
coffee machine based on the last function (“Mix Powder”) of the
function chain of “Supply (Coffee) Powder” use case.

Concatenation of function chains: Function chains can also be
connected to each other through concatenation, that is, a linear
function chain can be formed by connecting input/output functions
of function chains to each other. There are two distinct cases in the
concatenation of two function chains: i) there may be no overlap
when there is no reusage of functions between function chains of

UCs, ii) there is partial overlap if there is a reusage of at least one
function between function chains of UCs. a.1 and b.1 in Figure 4
show schematic representations for (i) and (ii), respectively based
on UC1 and UC2 in Figure 2a.

Figure 4a.1,b.1 illustrate two kinds of concatenation of two
function chains; a.1 shows that the output of a chain can be linked
to the input of another chain, and vice versa; a.2 exemplifies this
based on two use cases of a bread toaster: “Load Bread” and
“Remove Bread.” Function chains can be connected to each other
based on the reused function. An example of this is shown in b.2 on
the basis of “Store Fresh Powder” and “Extract Powder” use cases of
a coffee machine. The “Store Powder” function from the “Store
Fresh Powder” use case serves as both an output function and an
input function when connected to “Export Powder” in the “Extract
Powder” use case. This function reuse pattern demonstrates how a
well-designed function model can optimize system integration by
maintaining consistent behaviour across different use cases, ensur-
ing traceability between related operations, and reducing model
complexity through strategic function sharing.

Branching flow heuristic
The fulfilment of some functions on a function chain cannot always
be achieved without loss, and this loss(es) need to be mapped and
accounted for, because the loss can cause problems elsewhere in the
system or at the interface with other systems. Addressing this loss

Figure 3. Schematic representation of connection of two function chains in three distinct cases (a-c.1) and respective examples based on use cases of a bread toaster (a.2) and
coffee machine (b-c.2).

Figure 4. Schematic representation of concatenation of two function chains in two distinct cases (a-b.1) and respective examples based on use cases of a bread toaster (a.2) and
coffee machine (b.2)
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can be associated with a use case of the same system. Similarly,
unlike connecting and concatenating function chains, the linear
flow of function chain of a use case may need to be branched out
and linked with the function chain of another use case of the same
system in order to add a new functionality to the system. Branching
flow heuristic enables the representation of these two distinct cases
by creating parallel function chains for more than one use case
through bifurcating a flow(s) from a function chain of a use case.
Figure 5a.1,b.1 represent this schematically based on UC1 and UC3
shown in Figure 2a.

Figure 5a.2 represents a branching flow from the function chain
of “Load Bread” use case of a bread toaster and the allocation of this
flow as an input to the function chain of its “Remove Crumbs” use
case. Figure 5b.2 shows a branching flow from the function chain of
“Supply Hot Water” use case of a coffee machine to its “Store Hot
Water” use case based on the reuse of “BoilWater” function, shown
in a dotted frame.

The main flow, the connecting flow, and the branching flow
heuristics can be used incrementally to compose a complete func-
tion architecture of a system detailing the way of achieving its use
cases.

Abstraction of functional architecture developed through flow
heuristics

The allocation of requirements (including functional requirements
derived from system functions and operational activities) to phys-
ical architecture (PA) blocks (e.g. Figure 1c) is common practice in
MBSE, enabling traceability between system behaviour and phys-
ical implementation. More than one requirement is commonly
allocated to the same PA block. The practitioners tend to conduct
the design analysis based on the PA only without developing a
structured function architecture (FA). The systemdecomposition is
carried out based on the decomposition of each PA block to look at
how all requirements can be delivered by sub-PA blocks.While this
provides a strong traceability, this contradicts the basic principle
that the FA should always be considered first for a better PD
practice, as stated by numerous scholars (e.g. Lamm andWeilkiens,

2010; Dori, 2016; Zhang et al., 2022). The developed MBSE model
will simply present how a selected PA delivers requirements. Not
basing the development of the system model on a function archi-
tecture will create problems related to the integration between
systems modeling tools and other tools in order to carry out some
PD activities, such as using the generated MBSE model for simu-
lation, FMEA, and safety analysis.

As in the MBSE practice, it is not straightforward to decompose
a function model through different levels of abstraction in DTM
research. The DSM approach can be used for developing modules,
but this requires the consideration of PA first. Furthermore, sig-
nificant effort is needed for the analysis of a wide range of possible
design choices. The module heuristics of Stone et al. (2000) map
functional structures to physical structures; however, the relation
between the development of functional structures and the use of
module heuristics is not well established. The proposed flow heur-
istics in this paper provides a basis for a much structured and
simpler approach in the abstraction of functional architecture of
a system across multiple levels supporting the progressive develop-
ment of the physical architecture by following a similar logic of
Yildirim et al. (2017) and Stone et al. (2000). Figure 6 shows
abstraction of functions that are part of a function chain into a
higher-level function for function chains developed through main
flow heuristic (a), connecting flow heuristic (b-c), and branching
flow heuristic (d) based on respective examples from the bread
toaster and the coffee machine case studies presented in the previ-
ous section.

The series of sequence of operations on the main flow can be
abstracted either in a single function block or in multiple function
blocks (in particular for longer sequences) representing Functional
Architecture (FA) at a higher level. Figure 6a illustrates this for the
function chain of “load bread” use case of the bread toaster. Higher-
level functions are deliberately named to directly correspond with
their respective use cases to ensure clear traceability between
requirements and implementation. While the names are identical,
they serve distinct roles: the use case describes the user requirement,
while the high-level function provides the actual implementation of
that requirement. The same principle applies to function chains

Figure 5. Schematic representation of branching flow for two distinct cases (a-b.1) and respective examples based on use cases of a bread toaster (a.2) and coffee machine (b.2).
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developed through connecting and branching flow heuristics.
Function chains that connect, concatenate, or branch from one
use case to another within the same system can be abstracted into
either a single function block or multiple function blocks, repre-
senting higher-level functional architecture. Figure 6b,c represents
the abstraction of function chains developed through connection
and concatenation into higher-level functions, respectively, based
on function chains of two use cases of the coffee maker. Figure 6d
introduces an example for the abstraction of function chains devel-
oped through branching flow heuristics based on two use cases of
the bread toaster.

Each function block representing a high-level function of FA
can be allocated to a component/subsystem block denoting a main
element of the associated Physical Architecture (PA), see Figure 1b,c.
In practice, function blocks of function chains developed through
connecting and branching flow heuristics can be associated with the
PA blocks of function chains developed through the main flow
heuristic, depending on the architecture choice. However, it is
recommended that both functional and physical coupling elements
are kept as separate functions and physical elements where possible
in line with the principles of Axiomatic Design (Suh, 1998). Each
high-level PA block can be decomposed into sub-PA blocks address-
ing the fulfillment of functions in the developed FA.

Integrated MBSE function modeling methodology

Figure 7 illustrates the proposed MBSE function modeling meth-
odology based on the flow heuristics, alongwith themethodological
steps indicated on the diagram.

Step 1 –Use Case (UC) Analysis: The first step is to carry out a
use case analysis of the system by developing its use case diagram.

Step 2 – Development of Functional Architecture (FA) using
Flow Heuristics: The second step starts by developing an inde-
pendent function model (as an FA) for each UC based on the main
flow heuristic (sub-step 2.1). This follows the aggregation of the
developed FAs into a unified FA by using the connecting and
branching flow heuristics incrementally (sub-step 2.2). This
requires focusing on how to join function chains by using the
heuristics introduced above for relevant cases based on the com-
plementarity of function blocks with their ports. For example,
function chains of two use cases can be joined together through
connection (e.g. b.1 of Figure 3 in the case of a reused function
between function chains) and concatenation (e.g. a.1 of Figure 4).

Step 3 – Synthesis/Abstraction of Function Architectures:
Once a unified FA has been developed by using the connecting
and branching flow heuristics, this FA is abstracted into a FA
consisting of higher-level functions by defining FA modules based
on the principles outlined in “Abstraction of functional architecture
developed through flow heuristics” section.

Step 4 – Allocation of FA to Physical Architecture (PA): The
last step of the proposed framework starts with allocating a PA to
the FA developed in the previous step by representing a PA based
on the complementarity with function blocks of the FA, along with
their ports (see Figure 1b,c). More than one function block of the
FA can be allocated to a PA block depending on the choice of
technology/architecture (sub-step 4.1). The allocation editor of SC
enables the practitioner to map the FA blocks to the PA blocks in a
matrix presentation (sub-step 4.2). This provides a basis for the

Figure 6. abstraction of function chains – developed through main flow heuristic (a), connecting flow heuristic (b-c), and branching flow heuristic (d) – into higher-level functions
based on respective examples from the bread toaster (a-d) and the coffee machine (b-c).
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decomposition of the developed PA into sub-PAs representing the
inner structure of the PA blocks (sub-step 4.3) with reference to
function chains developed through the flow heuristics in Step 2.

Electric bicycle case study

In this section, we validate the proposed methodology presented
in Figure 7 through its practical application to an electric bicycle

(e-bike) case study using the MathWorks System Composer
(SC).

Step 1 – Use Case (UC) Analysis: The set of e-bike use cases
considered in this case study for the purpose of representing the
application of the methodology is shown in Figure 8 as a use case
diagram. From the user perspective, the rider is associated with five
main use cases: Pedal e-bike (UC1) where the e-bike is used like a
normal push-bike; Pedal e-bike with power assistance (UC2) where

Figure 8. UC diagram of an e-bike, including the set of use cases considered in this paper.

Figure 7. MBSE function modeling framework, along with the methodological steps.
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the e-bike provides the rider with power assistance if requested;
Charge e-bike (UC3); Coasting Down (UC4) which refers to the act
of riding a bike downhill without actively pedaling and Power
e-bike accessories (UC5). UC2 includes two sub-use cases: supply
power assistance (UC2.1) associated with the supply of power assist
for propulsion by the e-bike system and Control e-bike (UC2.2), as
the rider controls of the feature where the rider requests power
assistance (PA) for additional propulsion. UC2.2 and UC3 include
sub-use cases Display PA level (UC2.2.1) and Display State of
Charge-SoC (UC3.1), respectively.

Use cases are related to one another by inclusion and exten-
sion relationships, as shown in Figure 8. An inclusion relation-
ship means that a base use case can incorporate the functionality
of another use case, known as the included use case. Whenever
the base use case is executed, the included use case functionality is
also invariably executed (Friedenthal et al., 2012). For example,
Pedal e-bike (UC1) takes place whenever Pedal e-bike with power
assistance (UC2) is executed. Similarly, Display PA level
(UC2.2.1) is always performed along with the Control e-bike
(UC2.2). An extension relationship represents a functionality
that is not included in the standard base use case functionality.

In contrast to an included use case, the base use case is not reliant
on the extended use case. However, an extended use case might be
influenced by the events occurring in its base use case
(Friedenthal et al., 2012). For example, charge e-bike (UC3) is
shown as an extension to Coasting Down (UC4). This means that
the e-bike does not always charge its battery (UC3) when it is
coasted down (UC4). The relevant parameter of the bike (e.g,
velocity) and the environment (e.g., slope) affects the charging
operation.

Step 2 – Development of FA using flow heuristics: This step
starts with the development of an FA for each UC of the e-bike via
the main flow heuristic, showing the “way of achievement” of these
UCs in terms of the decomposition of activities as function flows.
Figure 9 represents FA for each UC of the e-bike shown in Figure 8.

Figure 9 shows the FA of eachUC in terms of SC function blocks
introduced in Figure 1b where a function is articulated in verb-
noun format and represented with its input ports and output ports.
This follows the development of a unified FA using the connecting
and branching flow heuristics. Figure 10 represents the implemen-
tation of the connection flow heuristics on the “connection” of FAs
of relevant e-bike UCs.

Figure 9. FA for each UC of the e-bike.
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The analysis of the states involved in the definition of function
blocks facilitates the implementation of connecting and branching
flow heuristics. For example, the final function blocks of UC3 and
UC4 refer to the same energy flow, shown in a dotted frame in
Figure 10a. This provides a basis for the connection of FAs of these
UCs, around the same function block “Store Energy (DC)”. It
should be noted that this connection is established based on the
value of attributes on the ports of the function blocks, to ensure that
the combined FA is mathematically correct. The function block
“Store Energy (DC)” generates the output “DC_out” based on the
inputs “DC_in” and “DC_out_2” from UC3 and UC4 respectively.
Similarly, the function block “Convert AC to Torque” of FA of
UC2.1 incorporates the output of the function block “Supply Con-
trol Signal (CS)” of UC2.2 in Figure 10b. The function block
“Combine Torque” is associated with FA of UC 2.1 and this
function block combines the flow from the function block ““Con-
vert AC to Torque” of the same FA with the flow from the function
block “Convert Force toWheel Torque” of FA ofUC1 in Figure 10c.

FAs of UCs can also be connected to each other via “concatenation”
to form a linear function chain as discussed above. Figure 11
illustrates the implementation of the connection flow heuristics
on “concatenation” of FAs of relevant e-bike UCs.

Use cases are differentiated from each other with dotted frames
in Figure 11. The output of FA of UC3 is the input of FA of UC3.1,
leading to the development of a linear function chain in Figure 11a.
FA ofUC4 is connected to FA ofUC2.1 through the reused function
block “Store Energy (DC)”, as shown in Figure 11b. Connection
flow heuristics in Figures 10 and 11 represent how FAs of relevant
e-bike use cases are “connected” to each other. Figure 12 shows how
FA of an e-bike use case branches out of the FA of its another use
cases.

The output of “Convert User Input to Control Signal” function
block of UC2.2. is shown as the input of the FA of UC2.2.1 in
Figure 12a. FA of UC5 branches out of FA of UC2.1 based on the
reused function block “Store Energy (DC)”, highlighted with a
dotted frame in Figure 12b. Figure 10–12 represent how to connect

Figure 10. Connection flow heuristics on “connection” of FAs of relevant e-bike UCs.
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relevant FAs of e-bike UCs, shown via the main flow heuristic in
Figure 9, through connecting and branching flow heuristics.
Finally, in order to deliver all e-bike UCs through a single FA, we
need to combine all FAs introduced in Figure 10–12 based on the
complementarity of function blocks with their ports, as shown in
Figure 13. The input and the output function blocks of the system
are aligned to the left and the right, respectively. The consideration
of the connecting and branching flow heuristics to perform the

connecting and the branching of these FAs in Figure 10–12 facili-
tates this step.

Step 3 – Synthesis/abstraction of function architectures: The
unified e-bike FA in Figure 13 introduces a detailed analysis of the
flows from FAs of its use cases, resulting in a complex function
structure. Higher-level function blocks can be defined based on this
FA by abstracting relevant function chains as higher-level func-
tions, based on the principles outlined in the previous section.

Figure 12. Branching flow heuristics on FAs of relevant e-bike UCs.

Figure 11. Connection flow heuristics on “concatenation” of FAs of relevant e-bike UCs.
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Function blocks that are part of a linear function chain can be
conveniently abstracted into a higher-level function block, as
shown in Figure 14.

Figure 14 illustrates the allocation of function blocks of UC1
(Pedal e-bike) to “Convert Rider Input to Torque at Rear Wheel”
function block by taking the input of the first function block as the
input and the output of the last function block as the output, as
shown in the Figure. Figure 15 represents the abstraction of the
unified e-bike FA in Figure 13 as higher-level function blocks.

The function block Store Energy (DC) is reused among many
UCs, as shown in Figures 10a, 11b and 12b. This is represented as a
separate entity in Figure 15 for this reason, and linked to higher-
level function blocks through the flows.

Step 4 –Allocation of functional architecture (FA) to physical
architecture (PA): A PA can be allocated to the e-bike FA,
abstracted as higher-level function blocks in Figure 15. While more
than one function block of an FA can be allocated to a PA block
depending on the choice of technology/architecture, it is recom-
mended to allocate one function block to one physical block where

possible, coherent with the principles of Axiomatic Design. More
than one function block in an FA can be abstracted as a higher-level
function block if necessary, and then a physical block can be
allocated to this function block by following the same principles.
Figure 16 illustrates a PA based on the allocation of a physical block
to each function block in Figure 15.

The allocation editor of SC enables to establishment of a directed
relationship between FA elements and PA elements (including
components and ports). Figure 17 shows an excerpt from the
allocation of FA elements of the e-bike shown in Figure 15 to its
PA elements shown in Figure 16 using the allocation editor.

Figure 17 shows the allocation of high-level function blocks
defined in Figure 15 to conceptually defined physical elements in
Figure 16. For example, “Convert Rider Input to Torque at Rear
Wheel” high-level function block is allocated to “Pedal Drive
System (PDS)” high-level physical block. The allocation editor
encompasses the whole FA and PA elements (including compo-
nents and ports). This enables the allocation of sub-elements of
high-level function blocks to sub-elements of high-level physical

Figure 13. A unified ebike FA delivering its UCs in Figure 8.

Figure 14. Abstraction of a function chain as a higher-level function block.
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Figure 15. Abstraction of the unified e-bike FA as higher-level function blocks.

Figure 16. PA for the unified e-bike FA.
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blocks by following the same methodology described above. This
provides a basis for the decomposition of the developed PA into
sub-PAs representing the inner structure of the PA blocks with
reference to function chains developed through the flow heuristics.
For example, the PDS, as a high-level PA element, can be decom-
posed into sub-PA elements based on the FA of UC 1, as shown in
Figure 18.

The allocation editor also promotes the consideration of differ-
ent architecture solutions to the subfunction blocks (preserved as
separate function blocks) associated with combinations of flows by
creating scenarios where each scenario contains a set of allocations
between the FA and PA models. For example, the PDS is named
based on the architecture decision taken for “Accept User Input”:
“Pedal”. Different architecture solutions can be considered, for

Figure 17. Allocation of e-bike FA elements to its PA elements.

Figure 18. Allocation of FA sub-elements to PA sub-elements.
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example, by abstracting “Accept User Input” and “Convert Torque
to Force” as a higher-level function block and allocating a PA block
to this function block as part of a scenario.

Discussion

The implementation of the proposed methodology in system com-
poser (SC) addresses key challenges in both DTM and MBSE
approaches to function modeling. While DTM approaches like
Pahl et al. (2007) and Stone et al. (2000) provide structured meth-
odologies, they do lack integration with modern MBSE practices.
Conversely, MBSE approaches using SysML, while comprehensive,
require numerous elements to develop functionmodels (Andersson
et al., 2010; Cloutier, 2015) and can lead to ambiguous interpret-
ations due to flexible semantics (Madni and Sievers, 2018). The
methodology proposed in this paper bridges this gap by providing a
streamlined approach that maintains model clarity while integrat-
ing DTM principles into MBSE practice.

The key theoretical contribution in this paper is the systematic
methodology for developing integrated Functional Architectures,
enabled by flow heuristics within an MBSE environment. This
addresses a fundamental limitation in existing MBSE approaches
where function modeling lacks systematic guidance for integrating
functions across multiple use cases into coherent system architec-
tures – an integration capability that traditional DTM approaches
like Pahl et al. (2007) do not provide withinMBSE contexts, and that
current MBSE practices using SysML struggle to achieve without
ambiguous interpretations (Madni and Sievers, 2018). This also
addresses a more general problem in functional modeling where
analysis often results in isolated function chains (Stone et al., 2000),
which our connecting and branching flow heuristics specifically
overcome by providing structured methods for cross-use case func-
tion integration that Stone et al.’s module-focused approach cannot
systematically handle. The flowheuristics provide prescriptiveMBSE
practitioner guidelines for developing functionmodels, starting with
the main flow heuristic used to capture the main purpose of the new
feature or system being developed within each of the relevant use
cases under consideration. The branching and connecting flow
heuristics can then be used to both complete the function model
for a use case, where connecting resource flows or bifurcating func-
tion flows is necessary, and to join function models developed from
the perspective of independent use cases, to ensure the consistency
and integrity of the whole system architecturemodel. This provides a
structured approach to combine individual functional models devel-
oped for different use cases into a coherent FA, incorporating flow
considerations during the initial development process rather than as
a later step during architecture decisions.

The methodology particularly lends itself to systems with mul-
tiple operation modes and clear flow-based interactions, as dem-
onstrated through our case studies. The bread toaster and coffee
machine examples validated the basic application of flow heuristics,
while the e-bike case study demonstrated its effectiveness in hand-
ling more complex scenarios with multiple interacting subsystems.
The approach is particularly suitable for mechatronic systems
where energy, material, and information flows need to be clearly
tracked and managed across different operational states. However,
the methodology may have limitations for systems where flows are
not the primary consideration or for systems with highly abstract or
cognitive functions.

The implementation in SC enables precise specification of func-
tional requirements through defined inputs/outputs of function

blocks and supports sophisticated use case decomposition and
FA aggregation techniques. The e-bike example demonstrates
how the approach manages multiple interacting subsystems
through structured integration of function models. The methodol-
ogy’s support for nested decomposition of FA and PA into sub-
functions and subsystems, while maintaining clear traceability of
requirements, addresses a key limitation in current practice where
such decomposition often leads to fragmented models and loss of
consistency between different functional views.

Conclusions

This paper has introduced flow heuristics and a systematic meth-
odology for developing an integrated functional architecture
(FA) in conjunction with use-case analysis, implemented within
the MathWorks System Composer environment. The proposed
methodology integrates well-founded approaches from Design
Theory and Methodology function modeling practice into the
Model-Based Systems Engineering process flow.

The methodology’s effectiveness has been demonstrated
through three case studies of increasing complexity, culminating
in an e-bike system model. The approach underpins the mathem-
atical correctness of the developed FA through complete represen-
tation of function blocks with defined inputs and outputs,
supporting model execution in simulation environments. This
can also support the development of executable system models by
mapping requirements to physical architecture through FA,
improving model use and reuse compared to direct requirement-
to-PA mapping.

Future workwill focus onmultiple directions. Further validation
of the proposedmethodology is needed through analysis of existing
functional models in the literature. We will explore whether add-
itional heuristics, such as the conditional fork node heuristic, are
needed for a complete set of flow heuristics. Furthermore, an
investigation is required to understand how architecture choices
at lower resolution levels affect FA invariance and how to effectively
implement conditional FAs within complete system models. The
primary focus will be on demonstrating the integration of the
proposed MBSE methodology with simulation modeling for
robustness-focused verification and validation. This will include
leveraging the e-bike model in System Composer for simulating
system dynamic behaviour with real-world operating conditions,
supporting virtual testing across different system levels. Addition-
ally, we can explore the implementation of flow heuristics in other
leading MBSE support software solutions, such as PTC’sWindchill
Modeler and Dassault Systèmes’ Cameo, to enhance the methodol-
ogy’s broader applicability and adoption across different platforms.
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