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Much of today’s material science research relies heavily on advanced data processing techniques. This is made possible by the continued exponential growth in computing power available in even modest desktop computers, and method advances in computer science. If we take the case of electron microscopy, this has allowed for things such as electron tomography reconstruction and spectroscopic processing. Relying on the same development trend in semiconductors, also detectors and instrumentation control have greatly improved. In electron microscopy this is e.g. obvious in recent developments of fast pixelated detectors enabling new techniques such as pixelated/4D scanning transmission electron microscopy [1], where individual raw datasets can easily exceed 100 GB, much larger than most desktop computer’s available working memory.

Such increased datasets call for new and better analysis tools, which often requires experimentalists with little or no a background in software development to write complicated code [2]. Not surprisingly, this leads to many issues, as the used algorithms are often complicated numerical routines, the code expands beyond the capability of the single programmer and unexpected behaviour creeps in. The situation can get worse when several people are collaborating, where emailing code between each other quickly becomes unsustainable. In addition, with an increasing amount of collaborators, care must be taken so that the functionality doesn’t unintentionally break in subtle ways: a change in the code in one part of the software can have unintended consequences elsewhere. This is a known issue in the software development community and a wide range of tools is used to stay ahead of the chaos. The open software movement played a key role in this evolution and the developments of the toolset, perhaps because out of necessity to deal with organically changing teams of volunteers, not unlike the academic world.

Another recent trend is the increased focus on open science, driven by the observation that the reproducibility of scientific experiments, the cornerstone of science itself, is in a bad state of affairs. This is also related to the ever increasing complexity and cost of high end instrumentation, data acquisition and analysis. The open science trend, following lessons learned from open software development, posits that both the result and the tools used in scientific research should be transparent, reproducible and publicly available. For the aforementioned analysis tools, this means the source code should be available under open source licenses, so that other researchers can both inspect, reuse, and even possibly contribute to the code. Especially the latter would not only enable more efficient use of researcher’s time through less duplication of work, but also lead to less bugs due to more eyes being on code. Combining this with access to the raw data, it is possible to replicate all parts of the data processing.

Thus, today’s complex data analysis tools needs to have clean code, to make it easy to both understand and contribute to it. Robustness, so the functionality doesn’t break. Be well documented, so people can easily understand the functionality. However, as few microscopists have backgrounds in software development, the knowledge on how to do such thing are fairly low in the microscopy community.
In this talk we want to provide an overview of these development tools and how they could be of inspiration for experimentalists that want to develop or contribute code. It will focus on the examples Atomap [3] and pixStem [4], which are both Python libraries based on HyperSpy [5]. It will cover tools such as version control, tests, documentation tools and lastly how to tie all of this together using automatic testing systems. The end result being better and low-maintenance software projects. We will comment on how to work with large distributed teams and show examples how such codes also help to make open science a reality.
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Figure 1. (a) Example of version control software, showing individual code commits from Atomap. (b) Unit tests from pixStem, which is used to make sure the implementation of the center of mass function works correctly. (c) Automatic running of the unit tests and deployment of documentation using GitLab’s continuous integration system.